**PERCEPTRON**

1. **Giới thiệu bài toán Perceptron**

Perceptron Learning Algorithm (PLA) hoặc đôi khi được viết gọn là Perceptron  là một thuật toán Classification cho trường hợp đơn giản nhất: chỉ có hai class (lớp) (bài toán với chỉ hai class được gọi là binary classification) và cũng chỉ hoạt động được trong một trường hợp rất cụ thể. Tuy nhiên, nó là nền tảng cho một mảng lớn quan trọng của Machine Learning là Neural Networks và sau này là Deep Learning.

Giả sử chúng ta có hai tập hợp dữ liệu đã được gán nhãn được minh hoạ trong Hình 1 bên trái dưới đây. Hai class của chúng ta là tập các điểm màu xanh và tập các điểm màu đỏ. Bài toán đặt ra là: từ dữ liệu của hai tập được gán nhãn cho trước, hãy xây dựng một classifier (bộ phân lớp) để khi có một điểm dữ liệu hình tam giác màu xám mới, ta có thể dự đoán được màu (nhãn) của nó. Điều này có nghĩa là phải tìm ra một ranh giới ( có thể là đường thẳng, mặt phẳng, ..) để phân chia 2 tập hợp với nhau. Đây cũng chính là bài toán Perceptron!
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* **Bài toán Perceptron**

Bài toán Perceptron được phát biểu như sau: *Cho hai class được gán nhãn, hãy tìm một đường phẳng sao cho toàn bộ các điểm thuộc class 1 nằm về 1 phía, toàn bộ các điểm thuộc class 2 nằm về phía còn lại của đường phẳng đó. Với giả định rằng tồn tại một đường phẳng như thế.*

**2. Thuật toán Perceptron (PLA)**

Ý tưởng cơ bản của PLA là xuất phát từ một nghiệm dự đoán nào đó, qua mỗi vòng lặp, nghiệm sẽ được cập nhật tới một ví trí tốt hơn. Việc cập nhật này dựa trên việc giảm giá trị của một hàm mất mát nào đó.

Giả sử **X=[x1,x2,…,xN]∈Rd×N** là ma trận chứa các điểm dữ liệu mà mỗi cột xi∈Rd×1 là một điểm dữ liệu trong không gian d chiều một hàm mất mát nào đó.

Giả sử thêm các nhãn tương ứng với từng điểm dữ liệu được lưu trong một vector hàng **y=[y1,y2,…,yN]∈R1×N**, với yi=1 nếu xi thuộc class 1 (xanh) và yi=−1 nếu xi thuộc class 2 (đỏ).

Tại một thời điểm, giả sử ta tìm được boundary là đường phẳng có phương trình:

**fw(x)=w1x1+⋯+wdxd+w0 = wT \* X=0**

với X là điểm dữ liệu mở rộng bằng cách thêm phần tử x0=1 lên trước vector x tương tự như trong[*Linear Regression*](https://machinelearningcoban.com/2016/12/28/linearregression/). Và từ đây, khi nói x, ta cũng ngầm hiểu là điểm dữ liệu mở rộng.

Nhận xét rằng các điểm nằm về cùng 1 phía so với đường thẳng này sẽ làm cho hàm số fw(x) mang cùng dấu. Chỉ cần đổi dấu của w nếu cần thiết, ta có thể giả sử các điểm nằm trong nửa mặt phẳng nền xanh mang dấu dương (+), các điểm nằm trong nửa mặt phẳng nền đỏ mang dấu âm (-). Các dấu này cũng tương đương với nhãn y của mỗi class. Vậy nếu w là một nghiệm của bài toán Perceptron, với một điểm dữ liệu mới x chưa được gán nhãn, ta có thể xác định class của nó bằng phép toán đơn giản như sau:

**label(x)=1 if wTx≥0** **và ngược lại**

Ngắn gọn hơn:

**label(x)=sgn(wTx)**

trong đó, sgn là hàm xác định dấu, với giả sử rằng sgn(0)=1.

1. **Hàm mất mát**

Tại một thời điểm, nếu chúng ta chỉ quan tâm tới các điểm bị misclassified thì hàm số J(w) khả vi (tính được đạo hàm), vậy chúng ta có thể sử dụng [Gradient Descent](https://machinelearningcoban.com/2017/01/12/gradientdescent/) hoặc [Stochastic Gradient Descent (SGD)](https://machinelearningcoban.com/2017/01/16/gradientdescent2/#-stochastic-gradient-descent) để tối ưu hàm mất mát này. Với ưu điểm của SGD cho các bài toán [large-scale](https://machinelearningcoban.com/2017/01/12/gradientdescent/#large-scale), chúng ta sẽ làm theo thuật toán này.

Với *một* điểm dữ liệu xi bị misclassified, hàm mất mát trở thành:
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Đạo hàm tương ứng:
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Vậy quy tắc cập nhật là:

![](data:image/png;base64,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)

với η là learning rate được chọn bằng 1. Ta có một quy tắc cập nhật rất gọn là: wt+1=wt+yixi. Nói cách khác, với mỗi điểm xi bị misclassifed, ta chỉ cần nhân điểm đó với nhãn yi của nó, lấy kết quả cộng vào w ta sẽ được w mới.

**Ưu điểm** của hàm mất mát này làkhi một điểm misclassified xi nằm càng xa boundary thì giá trị −yiwTxi sẽ càng lớn, nghĩa là sự sai lệch càng lớn. Giá trị nhỏ nhất của hàm mất mát này cũng bằng 0 nếu không có điểm nào bị misclassifed. Hàm mất mát này trừng phạt rất nặng những điểm lấn sâu sang lãnh thổ của class kia.

**4. Tóm tắt PLA**

1. Chọn ngẫu nhiên một vector hệ số w với các phần tử gần 0.
2. Duyệt ngẫu nhiên qua từng điểm dữ liệu xi:
   * Nếu xi được phân lớp đúng, tức **sgn(wTxi)=yi**, chúng ta không cần làm gì.
   * Nếu xi bị misclassifed, cập nhật w theo công thức:

**w=w+yixi**

1. Kiểm tra xem có bao nhiêu điểm bị misclassifed. Nếu không còn điểm nào, dừng thuật toán. Nếu còn, quay lại bước 2.

**5. Code Implement:**

# Perceptron Algorithm

from random import seed

from random import randrange

from csv import reader

# Load a CSV file

def load\_csv(filename):

dataset = list()

with open(filename, 'r') as file:

csv\_reader = reader(file)

for row in csv\_reader:

if not row:

continue

dataset.append(row)

return dataset

# Chuyển đổi cột chuỗi thành float

def str\_column\_to\_float(dataset, column):

for row in dataset:

row[column] = float(row[column].strip())

# Chuyển đổi cột chuỗi thành số nguyên

def str\_column\_to\_int(dataset, column):

class\_values = [row[column] for row in dataset]

unique = set(class\_values)

lookup = dict()

for i, value in enumerate(unique):

lookup[value] = i

for row in dataset:

row[column] = lookup[row[column]]

return lookup

# Chia tập dữ liệu thành k nếp gấp

def cross\_validation\_split(dataset, n\_folds):

dataset\_split = list()

dataset\_copy = list(dataset)

fold\_size = int(len(dataset) / n\_folds)

for i in range(n\_folds):

fold = list()

while len(fold) < fold\_size:

index = randrange(len(dataset\_copy))

fold.append(dataset\_copy.pop(index))

dataset\_split.append(fold)

return dataset\_split

# Tính phần trăm độ chính xác

def accuracy\_metric(actual, predicted):

correct = 0

for i in range(len(actual)):

if actual[i] == predicted[i]:

correct += 1

return correct / float(len(actual)) \* 100.0

# Đánh giá thuật toán bằng cách sử dụng phân tách xác thực chéo

def evaluate\_algorithm(dataset, algorithm, n\_folds, \*args):

folds = cross\_validation\_split(dataset, n\_folds)

scores = list()

for fold in folds:

train\_set = list(folds)

train\_set.remove(fold)

train\_set = sum(train\_set, [])

test\_set = list()

for row in fold:

row\_copy = list(row)

test\_set.append(row\_copy)

row\_copy[-1] = None

predicted = algorithm(train\_set, test\_set, \*args)

actual = [row[-1] for row in fold]

accuracy = accuracy\_metric(actual, predicted)

scores.append(accuracy)

return scores

# Đưa ra dự đoán với trọng số

def predict(row, weights):

activation = weights[0]

for i in range(len(row)-1):

activation += weights[i + 1] \* row[i]

return 1.0 if activation >= 0.0 else 0.0

# Ước tính trọng số Perceptron bằng cách sử dụng gốc gradient ngẫu nhiên

def train\_weights(train, l\_rate, n\_epoch):

weights = [0.0 for i in range(len(train[0]))]

for epoch in range(n\_epoch):

for row in train:

prediction = predict(row, weights)

error = row[-1] - prediction

weights[0] = weights[0] + l\_rate \* error

for i in range(len(row)-1):

weights[i + 1] = weights[i + 1] + l\_rate \* error \* row[i]

return weights

# Thuật toán Perceptron với Stochastic Gradient Descent

def perceptron(train, test, l\_rate, n\_epoch):

predictions = list()

weights = train\_weights(train, l\_rate, n\_epoch)

for row in test:

prediction = predict(row, weights)

predictions.append(prediction)

return(predictions)

# Kiểm tra thuật toán Perceptron

seed(1)

# tải và chuẩn bị dữ liệu

filename = 'Sinhvien-1.csv'

dataset = load\_csv(filename)[1:]

for i in range(len(dataset[0])-1):

str\_column\_to\_float(dataset, i)

# chuyển đổi lớp chuỗi thành số nguyên

str\_column\_to\_int(dataset, len(dataset[0])-1)

# đánh giá thuật toán

n\_folds = 3

l\_rate = 0.01

n\_epoch = 500

scores = evaluate\_algorithm(dataset, perceptron, n\_folds, l\_rate, n\_epoch)

print('Scores: %s' % scores)

print('Mean Accuracy: %.3f%%' % (sum(scores)/float(len(scores))))